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Abstract

An increasing emphasis on consumer demand and expanded development budgets of software development firms fuel the need to upgrade software quality. Software quality is largely measured by quality standards and guidelines. This paper presents a method for modeling users’ perception of software quality. The method aims to improve the quality of data derived from user opinion surveys and facilitate the analysis of such data. The proposed model offers a way to measure users’ opinion in early stages of product release and a way of predicting the opinion subsequently formed after their opinion revisions using the initial measurements. Therefore, this work develops a conceptual software quality measurement model for evaluating software quality to decrease the perceptive and expectative (or quality) measuring gap between a software development firm and the end user’s requirements.
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1. INTRODUCTION

Quality is a major challenge for all complex software systems. Some important attributes of software quality include reliability, survivability, availability, safety, security, performance, accuracy, etc [1]. These have long been requirements of aerospace and defence systems. Now, equally challenging requirements are being placed on “everyday systems” that increasingly provide the infrastructure for our daily lives such as commercial, e-business and embedded systems. Assessing and controlling software quality is still an immature discipline [2][3]. One of the reasons for this is that many of the concepts and terms that are used in discussing and describing quality are overloaded with a history from manufacturing quality. Most approaches to software quality do not deal explicitly with user-perceived quality [5]. User-perceived quality is regarded as an intrinsically inaccurate judgement of product quality. Investigations seldom papers on measurement theory of software quality have been unable to provide methods in depth analyzing software quality measurement, especially in measure between the end users and the software firm [6][7]. In this paper we will discuss methods of addressing each of these problems. The key mindset is to remember that a software product is developed to provide a range of services for a user group, in order to help them achieve certain needs or goals. Thus, we should be clear at the outset of any software project as to precisely what those needs or goals are. These are the key drivers behind the identification of not just the functional requirements, but also the quality requirements. This paper presents an approach that takes business or user goals as the primary driver, and then maps these onto quality goals. Having identified a set of quality in use goals, we next need to know how we can best control the software development life-cycle in order to be able to maximise the likelihood of achieving those goals.

2. SOFTWARE QUALITY ATTRIBUTES

Software Quality Attributes maps to common stakeholders’ primary concerns onto quality attributes as shown below. It shows an approach to identify and resolve the conflicts among quality attributes based on product and process strategies [8]. It also shows a value-based quality model to perform trade-off analysis among conflicting quality attributes and a value based process to achieve stakeholder mutually satisfying software quality requirements [9][14].

Fig: 1 First-Order Mapping of Stakeholders Primary Concerns
3. MODELING USERS’ PERCEPTION

MEASUREMENTS

In order to collect the measurements of the users’ opinion, a multiple-choice format was used in the questionnaires in order to guide the user to select predefined responses that were ordered in interval scales [15][16]. Examples of the questions used in these questionnaires are the following: "What is your opinion of the product’s accuracy and consistency?", "Is invalid data entry properly recognized?", "Are all functions related to the window available when needed?", "Is help available for each item and is it context sensitive?". QWCO (Qualifications Weighed Customer Opinion) method was used to measure users’ opinions according to their qualifications.

\[
QWCO = \frac{\sum_{i=1}^{n} (O_i \cdot E_i)}{\sum_{i=1}^{n} E_i}
\]  

(1)

Where \(O_i\) measures the normalised measured results of user’s opinion and \(E_i\) measures the qualifications of user \(i\). Finally, \(n\) is the number of users who participated in the survey [11][12]. Therefore, each user contributes to the average according to his/her qualifications. Another method QWCO_{DS} (Qualifications Weighed Customer Opinion with Double Safeguards), a number of safeguards were embedded into the questionnaires [13]. Safeguards are questions placed inside the questionnaire so as to measure the correctness of responses and not aimed at measuring user perceived quality. They are control questions aiming at detecting errors.

\[
QWCO_{DS} = \frac{\sum_{i=1}^{n} \left( O_i \cdot E_i \cdot \frac{S_i}{S_T} \cdot P_i \right)}{\sum_{i=1}^{n} \left( E_i \cdot \frac{S_i}{S_T} \cdot P_i \right)}
\]  

(2)

Where \(S_i\) is the number of safeguards that the user \(i\) has replied to correctly and \(S_T\) is the total number of safeguards. Since the use of the QWCU_{DS} technique implies the use at least of one safeguard in the questionnaire, division by \(S_T\) is always valid. In this method, safeguards were used not only to detect errors when measuring customer’s opinion, but also to detect errors when measuring customers’ qualifications [18]. In equation (2), \(P_i\) value can be 0 or 1. The value of \(P_i\) is zero when at least one error has been detected when measuring the qualifications of customer \(i\). \(P_i\) value is set to 1 only if no error has been detected. This method results in the rejection of a customer’s responses if errors were detected while measuring his/her qualifications.

3.1 Measuring Users’ Opinion

In order to measure users’ opinion of a software product efficiently, surveys in fixed time intervals must be conducted. For the analysis of the measurements, the users were divided into two main categories, the experienced and the inexperienced users. In the Fig2 the limits of the differentiation of the user’s opinion over time are illustrated [10]. The horizontal bar represents the time in monthly intervals and the vertical bar represents the user’s opinion, which was measured using the formulas mentioned above. The user’s opinion in each survey takes values from 0 to 1. The line AvOp represents the average users’ opinion of the quality of the software product, formed after the final opinion of users has been measured. The opinion of experienced users over time varies between the curves e1 and e2, whereas the opinion of inexperienced users over time varies between the curves ne1 and ne2.

![Fig: 2: Boundaries of User’s opinion](image-url)
Software quality factors are not clearly perceived by inexperienced users [7][8]. If they discover a characteristic indicating that the product fails in one particular factor, and then they consider that the product fails in all the other areas as well. On the contrary, experienced users do clearly perceive the independent nature of these factors. After a justifiable time period, inexperienced users become accustomed to the new features or flaws they discover in the product and, as a result, their opinion begin to lean towards the final opinion as is the case with experienced users[16][17].

3.2 Findings to Improve How Surveys Are Conducted

From the measurements of the surveys, it is obvious that over time: a) the experienced users’ opinion of the quality of the software product approaches their final opinion and b) the deviation of the inexperienced users’ opinion from their final opinion declines continuously. Thus, the more a customer uses a product, the more weight must be given to his opinion. In other words, the time factor must also be taken into account for effective measurements of software quality [7]. Additionally, in the early stages, the opinion of inexperienced users fluctuates greatly. Their opinion can be considered only if the sample of users is large enough to be considered representative, thus ensuring sound results. Moreover, the opinion of experienced users should be given greater weight than that of the inexperienced users, regardless of their being fewer of the former. Furthermore, from the findings for individual user groups participating in the surveys, it was also observed that the larger the degree of fluctuation in their opinion, the more difficult it was for them to learn the features which are more relevant to their specific context [5].

4. REPRESENTATION IN GROVE’S SYSTEM OF SPHERES

The above representation of the constrains is sound and complete with respect to Grove’s Systems of Spheres. In other words, it can be proved that each set of constrains corresponds to one and only one System of Spheres and conversely each System of Spheres corresponds to one and only one set of constrains. When designing the System of Spheres, the different possible worlds, which represent the different belief states of a user, must be placed in such a way that the belief revision rule of minimal changes during a revision will be satisfied. Thus, a system of spheres centered on [K] is a collection S of subsets of M that can be represented in Fig 4. In this system the more innermost the sphere is, the more possible the world centered on [K]. When a new sentence A appears to be true, with A \( \not\in [K] \), and A is always accepted to be reliable, the possible world must be revised in order to encompass A. So the closest sphere (S\(_A\)) must be taken, where \( S_A \cap \{A\} \neq \emptyset \), in order to have minimal changes to our first belief state. Our new world is now C(A)=[K\*A]= S\(_A\) \( \cap \) \{A\}.

4.1 Designing the Model: Premature Prediction Of Users’ Opinion

From the appropriate survey, the user’s opinion for every quality characteristic will allow the researcher to plot the initial belief state of this user for the quality of the software program. Over time, this belief state may change because of the revisions of the user’s opinion. The main aim of the proposed model is to determine the new belief state of the user without having to conduct another survey. The basic philosophy of this model is illustrated in Fig 4, where the inputs of the model are the current belief state of the user and
the new info of the software program that he/she has
discovered and the output is his/her new belief state.

\[ \text{New Info} \]

\[ \text{Current BS} \rightarrow \text{Belief Revision Model} \rightarrow \text{New BS} \]

**Fig: 5** The basic philosophy of the model

According to this rule, if the belief state of a user is \( \{x_1, x_2, x_3, ..., x_n\} \), then the closer belief states to it are all the \( \{y_1, y_2, y_3, ..., y_n\} \), with \( \sum |x_i - y_i| = 1 \) provided that all of the above belief states are valid according to the set of constrains. These belief states will be placed into the first sphere around the \( \{x_1, x_2, x_3, ..., x_n\} \). Similarly, the next closer belief states are all the \( \{z_1, z_2, z_3, ..., z_n\} \), with \( \sum |x_i - z_i| = 2 \) provided that all of the above belief states are valid according to the set of constrains. These spheres will be placed into the second sphere around the \( \{x_1, x_2, x_3, ..., x_n\} \). If a belief state is invalid, then it's possible world in the System of Spheres model must be placed far away from the valid ones, i.e. into the last sphere around the \( \{x_1, x_2, x_3, ..., x_n\} \). In this way, the above possible world will be determined as an improbable one.

### 4.2 Building a Set of Constrains

The representation of the correlation between the quality criteria according to users’ perception of quality that was followed in the proposed model is the determination of a set of constrains between the scores of each criterion. These constrains have the following form:

\[ F_C \in [a,b] \Rightarrow F_C \in [c,d] \]

which means that if the score of the criterion \( F_C \) takes a value from \( a \) to \( b \), then the score of the criterion \( F_C \) will take a value from \( c \) to \( d \). For example, the current belief state of a user is \( \text{CBS}=\{F_1C_1=6, F_2C_2=4, F_3C_3=2\} \) and his opinion for \( F_1C_1 \) changes to \( 7 \), then this revision must have minimal changes to the CBS according to belief revision rules. As a result, according to the constrains, his new belief state will be \( \text{NBS}= \{F_1C_1=7, F_2C_2=5, F_3C_3=3\} \).

**Table -1:** Constraints Table

<table>
<thead>
<tr>
<th>( F_1C_1 \in [0,3] \Rightarrow F_2C_2 )</th>
<th>( F_2C_2 \in [0,2] \Rightarrow F_1C_1 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>( F_1C_1 \in [0,4] )</td>
<td>( F_2C_2 \in [0,4] )</td>
</tr>
<tr>
<td>( F_1C_1 \in [5,6] )</td>
<td>( F_2C_2 \in [2,8] )</td>
</tr>
<tr>
<td>( F_1C_1 \in [7,10] )</td>
<td>( F_2C_2 \in [7,10] )</td>
</tr>
</tbody>
</table>

As far as the above example concerns, the closer belief states to the belief state \( \{6,4,2\} \) are the following: \( \{5,4,2\}, \{6,3,2\} \) and \( \{6,4,3\} \) whereas the belief states \( \{7,4,2\}, \{6,5,2\} \) and \( \{6,4,1\} \) are invalid according to the constrains. When a revision occurs to the criterion \( F_1C_1 \) from \( 6 \) to \( 7 \), the new belief state will be the \( \{7,5,3\} \), which is placed into the third sphere around the \( \{6,4,2\} \). The representation of these is illustrated in **Fig 6**, where the current belief state \( \text{CBS}=\{6,4,2\} \), the new belief state after the revision \( \text{NBS}=\{7,5,3\} \), and the boundaries of the event “\( F_1C_1 > 6 \)”.

**Fig: 6** Example of Grove’s System of Spheres

### 4.3 Modeling Users Categories

The analysis revealed that users must be separated into categories according to their experience, since their opinion of a software product alters in a different way. As a result, the proposed model differs for each user category, because the revision of the opinion in one quality criterion will produce different results in the belief set of each user category. In other words, when inexperienced users discover that an event occurs or not, then their opinion for the quality of the product will change in a higher degree than the opinion of experienced
users will. Software quality factors are not clearly perceived by inexperienced users and when they are either satisfied or dissatisfied with one, the other factors follow suit. As a result, a revision in their opinion of one quality factor leads to the revision in their opinion of others. On the contrary, according to the experienced users’ perception of quality, the different factors of quality are not seen as being interdependent. In the experienced user’s case, a revision in the opinion of one quality factor will affect the opinion of the other factors only if this revision is of a radical nature. The different level of interdependence among software quality factors, according to users’ opinion, leads to a model differently designed for each category of users. In the case of experienced users, the boundaries that declare whether an event occurs or not are presented in such a way, that a revision in an opinion of one event will result in minimal changes in their belief set. In other words, these boundaries are independent. Therefore, no areas that are dense in event boundaries are observed. Otherwise, if the belief set of a user was represented by a sphere designed into this area, a revision in the opinion of one event would lead to a radical revision, which is not observed in the case of experienced users. The model in this case can be intimated by Fig 7.

Fig 7 Model of experienced users’ category

On the contrary, in the case of inexperienced users, every new characteristic of the software product that has been detected differentiates their opinion of all the software quality factors. As a result, the model in this case is designed in such a way, that the revision in users’ opinion of one factor leads to a revision of a radical nature. The possible world of inexperienced users is not as stable as in the experienced user’s case. Since inexperienced users have usually opinion that the events of the model are interrelated, the boundaries of these events must be in close proximity. The model has areas that are dense in event boundaries and it is illustrated in Fig 8.

Fig 8: Model of inexperienced users’ category

Figures 7 and 8 also illustrate the differentiation between the experienced users and the inexperienced users, after a belief revision. For example, in the new world C(A), derived from the revision in the event A, inexperienced users form an opinion of all the events completely different from their initial one (opinion in world [K]). On the contrary, experienced users could revise their opinion only in one additional event.

CONCLUSIONS

Using the proposed model, software production companies will be able to predict users’ opinion and their revisions over time, without having to conduct surveys frequently. The boundaries of the events must be designed according to the weight given to each software quality factor. However, after a long period of time, a new survey should be conducted in order to test the soundness of this model and, occasionally, even to calibrate the way it is applied. Furthermore, software production companies will be able to predict users’ opinion separately for each software quality characteristic.
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