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Abstract

In Software Engineering (SE) process Requirement Engineering (RE) is considered as an important part in Software Development Life Cycle (SDLC). Requirement Prioritization is very useful for making good decisions about product plan but most of the times it is ignored. In many cases it is seen that the product fails to meet its core objectives because lack of proper prioritization. Increased emphasis on requirement prioritization and high changing requirements makes management of composite services time consuming and a complicated task. When a project has tight schedule, restricted resources and high customer expectations, it becomes necessary to deploy the most critical and important features as early as possible. The problem can be solved by prioritizing the requirements. In Software Engineering process numbers of requirement prioritization methods are already present. This paper shows the comparison of some of these techniques and based on its advantages and disadvantages a new technique ‘Adaptive Fuzzy Hierarchical Cumulative Voting’ is proposed. Fuzzy logic is used with adaptation mechanism, to target the situations where composite service behaviour can be deviated from customer expectations and to also deal with uncertainty and ambiguity. The proposed Adaptive Fuzzy Hierarchical Cumulative Voting includes the analysis of different self-adaptive properties such as self-heal, self-configure, self-optimize, self-protect and the addition to Fuzzy HCV, in order to increase the coverage of events that can occur at runtime. It may be useful to prioritize the requirements at run time.
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1. INTRODUCTION

Requirement Engineering (RE) is a crucial part of Software Development Life Cycle; and is also regarded as a vital division of software engineering. This phase includes an identification of requirements (often termed as Elicitation/Gathering), their analysis, documentation, validation; and management of requirements.

Requirement Engineering includes an important part termed as Requirement prioritization under Requirement Analysis phase. Its main objective should be to identify the requirement. When a project has inadequate resources, tough execution plan and too high customer expectations, its most significant aspects must be organized beforehand. For this purpose, prioritization of requirements becomes essential and many associates are engaged in this process [1].

A variety of personnel like Development representatives, Key customer representatives, project manager and other stake-holders are engaged in prioritization process. Both customers and developers do play a vital role in requirement prioritization. Business benefits from each function have to be balanced with its cost and implication in product design.

Adaptive mechanisms offer features like Self-protect, Self-configure, self-heal, self-optimize, etc. to the software systems, taking into consideration the factors like reasons for adaptation, reaction of system to modifications, objectives to be achieved by system and impact of adaptation over the system [2].

The proposed work presents the use of fuzzy logic with adaptive mechanism; to target the situations where complex project behavior can be deviated from customer expectations and to deal with uncertainty and ambiguity as well. The technique is named as Adaptive Fuzzy Hierarchical Cumulative Voting (Fuzzy HCV) which includes the analysis of different self-adaptive properties such as Self-protect, Self-configure, self-heal, self-optimize and the addition to Fuzzy HCV, in order to increase the coverage of events that can occur at runtime.

1.1 Requirements Prioritization

The software product quality is generally considered as the ability of it to suit and fulfill the customer needs. The prospect of a successful product or project is increased by finding, choosing and planning the appropriate releases having suitable functionality [3] [4]. When the requirements are developed in wrong or improper manner; and if customers defy the use of the product, it gains no credit how good other components of the development have been done. During the product development phase, decision-makers usually come across the challenge of exceeding number of candidate requirements than their competency to realize various allocated constraints (e.g. resources, time and cost)
[3]. Under such circumstances, it becomes essential to differentiate the significant requirements from relatively lesser significant ones, so as to minimize the business value by and large, by fulfilling various key requirements, vital stakeholders’ preferences and technical constraints [5].

With identification of most vital, least precarious, least expensive, etc. requirements, it is feasible to find favorable combination of requirements which can be utilized to generate a system which executes only a subset of requirements, yet with customer satisfaction. To uncover the requirements which impart maximum value to business, some of the existing prioritization techniques can possibly be used.

The use of prioritization can be made in almost each situation, subjective to choices under consideration. For instance, in software engineering, its use has been in practice for prioritization of software process improvement related issues, stakeholders, software requirements, etc. During the software requirements prioritization in several distinct situations, it can be helpful in the form of support for decisions. For instance, it can be useful in selection and release planning, but not solely confined to [6].

1.2 Scales of Priority

Different techniques of prioritization are based on several different kinds of measurement scales. The arithmetic operations to be allowed are determined by the scale that has been utilized; and so is the type of analysis that can be performed [7]. Two most commonly utilized scales for prioritization of requirements are the ratio scale and the ordinal scale. Ratio scale is relatively more powerful. An ordinal scale maintains the order within elements and the numerical assigned to elements symbolize ranks, which indicates that no arithmetic operations like addition, subtraction, multiplication are allowed.

With ration scale, all arithmetic operations can be applied. Ordering as well as element ratios and interval sizes are relevant and a zero element can be there. Hence, it offers more information regarding the elements. It may be considered to have finer granularity in comparison with an ordinal scale [3]. With use of a prioritization technique which offers relative priorities on ratio scale, the calculation of total importance of a set of requirements can be done by adjoining their priorities as one. Along with it, the combination of different aspects and calculation of ratios within aspects can also be done. For instance, a cost-value ratio which exhibits the value that every requirement contributes in relation to its cost can be calculated. Such a way of finding most competent requirements to execute is not possible with the ordinal scale method. Another benefit of the ratio scale method is its ability to consider distances between requirements.

To exemplify, take into consideration three requirements prioritized as accounting for 75, 20 and 5 percent of the total importance. Now, considering the maximum importance of first requirement, implementation of only that particular requirement may be considered sufficient. While, conversely, as per ordinal scale prioritization, no enough information in support of such kind of decision would be there.

2. RELATED WORK

Requirement prioritization holds a momentous value in Software engineering. It has become a vital part in requirements engineering as it acts as a crucial and integral element in requirements negotiation and release planning in incremental software development. Prioritization is a multi-step process, mainly comprised of three stages-

Preparation stage: The stage of preparation is where the requirements are constituted as per the principle of technique of prioritization. In this, the team and its leader is chosen; and provided with all the essential information.

Execution stage: Secondly, the stage of execution, where actual prioritization of requirements is done by decision-makers with use of the information provided to them during the preceding stage. Prior to initiation of the execution stage, the team must agree.

Presentation stage: The lastly, the stage of presentation is the one in which the execution results are presented. Some prioritization techniques include different types of calculations which must be done prior to presentation of results [8].

Numerous techniques exist at the moment for requirement prioritization. Many of such techniques are quantitative, and they offer a methodical approach for Gathering of data and value assignment to different factors related to requirements for computing a priority.

Further techniques depend on carrying out groupings and informal generalizations prior to assigning the priorities, which is characteristically done to lessen the length of time required to compute priorities. Yet, this may forfeit a little consistency.

Rather some prioritization techniques are recognized as Analytical Hierarchy Process (AHP), Cumulative Voting (CV), Hierarchical Cumulative Voting (HCV), and Fuzzy Hierarchical Cumulative Voting (Fuzzy HCV), etc.

2.1 Analytical Hierarchy Process (AHP)

Analytical Hierarchy Process (AHP) was introduced for decision making problems in 1980 by Thomas Saaty. Thereafter, it has been adapted for the purpose of prioritization in SE (Software Engineering). AHP is ratio scale prioritization method. It yields better outcomes than rest of the approaches. It is a pair-wise comparison approach and all the possible requirement pairs are compared with each other in order to verify their priority and importance [9].
Analytical Hierarchy Process was initially developed with an objective of hierarchically prioritizing various objects considering various diverse aspects such as costs, benefit, etc. Yet AHP can possibly be used with hierarchically categorized objects like quality attributes as well.

However, in software domain, utilization of AHP as such is neither with consideration of hierarchical feature nor with several criteria or entities on different levels. Use of hierarchies for prioritization of objects on different levels in AHP implies the reduction in comparisons; and thereby the number of unnecessary comparisons decreases making the method extra sensitive to judgmental errors. During non-utilization of hierarchical feature, the flat variant is recognized as a pair-wise comparison technique in general. Nevertheless, it is noteworthy that pair-wise comparison is not an exclusive feature of AHP, but other techniques also do utilize it. During AHP utilization, the resulting priorities come under a ratio scale irrespective of the utilization of hierarchies in it.

Number of comparisons increases with number of requirements. It has been observed from studies that AHP is unsuitable for outnumbered requirements [10].

2.2 Cumulative Voting (CV)

Cumulative Voting (CV) was proposed in 2003 by Lefingwell and Widrig. It is synonymously known as a 100-point method or 100-Dollar test.

Ratio scale results can also be obtained with Cumulative Voting. Stake holders are allotted with 100 fictitious units like hours, money, etc. for assigning requirements. Every one of them is allotted 100 points of equal value. Distribution of points or numbers is made among requirements. Highest score requirement is considered as the most important one. Priority of any of them may also be “0”. It can be used easily. The crisis with CV is that a bias may occur with evaluations of stake holders. There is a chance that only a single requirement may be assigned all of the points by stake holders, in order to make that particular requirement the most important one. Cumulative voting is quicker and superior to AHP when utilized without hierarchical features of it. Drawback of CV technique is that the stake holders may be compelled for prioritization lacking accordance with their actual importance [11].

2.3 Hierarchical Cumulative Voting (HCV)

With the combination of AHP and CV, a novel technique called Hierarchical Cumulative Voting (HCV) has been launched by Patrik Berander and Per Jonsson in 2006. In HCV, benefits of both of these techniques are utilized.

The prioritization is carried out with distribution of points among requirements; like it is done in CV. Prioritization of requirements is carried out at different levels of hierarchy [12].

Hierarchy-wise two different levels are created into which requirements are divided. The levels are known as High Level Requirements (HLR) and Low Level Requirements (LLR). Requirements are not prioritized all at once. Both HLR and LLR levels are prioritized by distribution of 100 points within them as shown in Fig -1. Multiple stake holders may be included in this method [13].

2.4 Fuzzy Systems for Requirement Prioritization

Stakeholder’s decisions about requirements to be prioritize may vary to a great extent. Importance of a requirement may vary from person to person. A crucial requirement for one person may be least important for another one. Requirements are seldom quantified accurately; generally they are in imprecise and vague manner. In order to cope up with such vagueness and impression fuzzy logic is used with requirement prioritization techniques [14].

Fuzzy logic aims to formalize appropriate reasoning which is based on multi-valued logic. Some of the characteristics of fuzzy logic are fuzzy sets, linguistic variables, fuzzy rules. Fuzzy set is a collection of objects characterized by a membership function. A linguistic variable uses words to represent its values instead of numbers. Fuzzy rule represents human knowledge in the fuzzy systems.

In fuzzification crisp inputs are converted to linguistic variables. The values of the variables are then calculated using fuzzy rules. At last, the defuzzification method takes these values to obtain crisp output [2].

2.5 Fuzzy Hierarchical Cumulative Voting (Fuzzy HCV)

A novel technique called as Fuzzy Hierarchical Cumulative Voting (Fuzzy HCV) is designed for the prioritization of requirements by combining Fuzzy system with HCV. HCV is the base of Fuzzy HCV. In order to get a single crisp value, fuzzification is done at the beginning of HCV and their defuzzification is done when the HCV process completes. In Fuzzy HCV, instead of crisp points/ numbers, Fuzzy Triangular numbers are utilized. For determining the intermediate priority, compensated calculation is utilized. Final priorities are calculated with use of normalization formula [1].
The comparison of characteristics of different requirement prioritization methods is given in Table -1.

Table -1: Comparison of Requirement Prioritization Techniques

<table>
<thead>
<tr>
<th>Parameters</th>
<th>Name of Technique</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>AHP</td>
</tr>
<tr>
<td>Author</td>
<td>T. L. Saaty, Lefing well and Widrig, Patrik Berander and Per Jonsson, Naiila Sharif</td>
</tr>
<tr>
<td>Year</td>
<td>1980</td>
</tr>
<tr>
<td>Result Scale</td>
<td>Ratio</td>
</tr>
<tr>
<td>Speed</td>
<td>Slow</td>
</tr>
<tr>
<td>Concept</td>
<td>Pair-Wise</td>
</tr>
<tr>
<td>Best suited for no of requirements</td>
<td>Small</td>
</tr>
<tr>
<td>Hierarchy</td>
<td>Not Supported</td>
</tr>
<tr>
<td>Fuzziness</td>
<td>Not Supported</td>
</tr>
</tbody>
</table>

3. PROPOSED WORK

Nowadays, it has become a growing concern that requirements are of diverse importance. Besides this, theoretically or practically, there has been a modest progress on the mechanisms for software requirement prioritization till date.

Review of the state of practice in requirements engineering indicated that many organizations consider it crucial to prioritize requirements; and to fix their decisions according to rational or quantitative data. Yet, hardly any organization actually knew about assigning of priorities and communicating them to project members efficiently.

So, in order to make the prioritization of requirements more efficient and its use in many different organizations much simplified, we have attempted to present a new approach towards prioritization of requirements. It can deal with complexity, ambiguity, uncertainty and easily target the situations where complex service behavior can be deviated from customer expectations. This technique is a combination of fuzzy logic and adaptive mechanism; and can be recognized as 'Adaptive Fuzzy Hierarchical Cumulative Voting'. It may lessen the requisite efforts and may enable to generate high-quality outcomes which are considered reliable by its users. This new technique will certainly prove helpful for many different organizations in their process of prioritization of requirements.

Fig -2 gives rough idea about how the proposed approach should work. Requirements from the customers or stakeholders are given as initial input and if the customer wants to add new requirements in between the execution of prioritization process, it can be added as new requirement. Requirement prioritization is done on set of requirements using Fuzzy Hierarchical Cumulative Voting technique and prioritized requirements are monitored and analysed by adaptation module and accordingly again Fuzzy HCV is applied on the requirements if they are incorrectly prioritized and final result of requirement prioritization will be gained.

A requirement is generally a singular documented physical and functional need that a particular product, design or process must be able to perform which is most commonly used in a formal sense in software engineering, systems engineering or enterprise engineering. In software engineering customers or stake-holders set the requirements and provide them as input to requirement prioritization technique (Fuzzy HCV).

In case of Adaptive Fuzzy HCV, firstly, items that are being prioritized are split into different levels of abstraction. Later, every item at the topmost level of abstraction is decomposed into more detailed level. Every level with greater detail is recognized as a separate abstraction level.

The item might be functions, characteristics, requirement levels or similar breakdowns, yet they should feature high levels of cohesion with their lower-level children and low levels of cohesion with their siblings.
At the highest level of abstraction, voter allocates 100 points among all HLRs. Again voter allocates another 100 points to middle level requirements at the middle level of abstraction. The lower levels are representative of the decomposition of just one each of the mid-level items and that you would repeat the process with the next decomposition abstraction of level of all of the mid-level items.

Using Fuzzy HCV, first interval is selected in triangular fuzzy number for assigning priorities to all the requirements. Priorities are assigned in the form of triangular fuzzy number where primarily priorities are assigned to high level requirements and then to the low level requirements.

Intermediate priorities are calculated using compensated calculation or straight calculation using a formula.

Assuming Low Level Requirement (LLR_i) has parent High Level Requirement (HLR), the straight calculations are computed as shown in equation (1).

\[ \text{LLR}_i(p_i) = \text{HLR}_i(p_a) \times \text{LLR}_a(p_a) \]  (1)

The compensated calculations are computed as shown in equation (2).

\[ \text{LLR}_i(p_i) = C \times \text{HLR}_i(p_a) \times \text{LLR}_a(p_a) \]  (2)

Where,
- \( C \) = Compensation factor
- \( p_i \) = Intermediate priority
- \( p_a \) = Assigned priority
- \( HLR \) = High level requirements
- \( LLR \) = Low level requirements

Final priorities are calculated using process of normalization. Then Low Level Requirement (LLR_i) at LLR level for final normalized priority are calculated as shown in equation (3).

\[ \text{LLR}_i(p_f) = \frac{\text{LLR}_i(p_i)}{\sum \text{LLR}_i(p_i)} \]  (3)

Where,
- \( p_f \) = Final Priority
- \( p_i \) = Intermediate priority
- \( LLR \) = Low level requirements

At last priorities are defuzzified by using defuzzification process and its result contains final priorities which are in the form of single crisp value [1]. Prioritized requirements block holds this result from Fuzzy HCV. In between the process, customer or stack-holders are able to add new requirements which are again prioritized using Fuzzy HCV in requirement prioritization process and get combined with previous result. Adaptation module monitors and analyses the result of prioritized requirements and according to analysis, it determines whether requirements are correct or not. If the requirements are not correctly prioritized then Fuzzy HCV is applied on that again.

4. CONCLUSION

Requirement Prioritization is a very important step towards making good decisions about product plan and it is used when it become necessary to deploy most critical and important features as early as possible. It may seem that existing requirement prioritization techniques do not deal with complexity, ambiguity, uncertainty and they are not able to easily target the situations where complex service behavior can be deviated from customer expectations.

The problem can be overcome and better output can be achieved by Adaptive Fuzzy Hierarchical Cumulative Voting technique which uses fuzzy logic with adaptive mechanism.
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